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Part-1: Development Environment & Tools

In part-1 of this Compact 2013 getting started series, let’s go over the development
environment, required software and connectivity between the development workstation
and the target device and cover the following:

Typical development tasks
Required software

Software Installation
Dedevelopment environment
Target device

Compact 2013 terminology

Typical development tasks

Regardless of the development environment we ended up with, it’s necessary for us to
know about the various development tasks involve in process to create the device.

After hardware platform is decided, developing a Compact 2013 device typically involves
the following:

1. Board support package (BSP) for the device, which include hardware adaptation
code, device drivers and bootloader.

2. Operating system image for the device (OS design).

3. SDK to support application development.

4. Testing and debugging

5. Deploy OS image along with application onto target device for distribution

Note:

This series of application note is intended for beginner and intermediate developer with limited
knowledge about the Compact 2013 development environment, and will not cover BSP, device
driver, bootloader and other advanced subject.

Requirement Software

The following software components are needed to support Compact 2013 development:

Visual Studio 2013 (VS 2013) or Visual Studio 2012 (VS 2012) with Update 4

Note:

The express version of VS 2012 and 2013 does not support Compact 2013 development.

While the Visual Studio express version does not support Compact 2013
development, Microsoft released another version, Visual Studio 2013 Community
edition, available for free that support Compact 2013 development. Visit the
following URL for information and download link:
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http://www.visualstudio.com/en-us/news/vs2013-community-vs.aspx

Application Builder for Windows Embedded Compact 2013

Application Builder is needed, along with an SDK for the target device to support
application development for Compact 2013. Visit the following URL to download the
software:

http://www.microsoft.com/en-us/download/details.aspx?id=38819

Windows Embedded Compact 2013 Platform Builder

Platform Builder is the main development tool for Compact 2013, to develop OS
design, device driver, BSP, native application, testing and debugging.

From the following URL, look for Windows Embedded Compact 2013. You will need
a valid Microsoft ID to register and get an activation key. While the site indicate it’s
a trial version, it is a full featured and fully functional version.

http://www.microsoft.com/windowsembedded/en-us/downloads.aspx

SDK for target device

To develop application for a Compact 2013 device, you need a Compact 2013 SDK
for the target device. You can generate the SDK from within the OS design project
used to develop the OS runtime image for the target device. The target device’s
vendor may have an existing SDK for Compact 2013 to support their product.

Software Installation

Improper software installation is one of the major source of problem for developer new to
Compact 2013. It’s a complex development environment that involve huge amount of files.
It’s well worth the effort to take time and carefully install all of the required component.

VS 2013 Ultimate is used to perform the sample exercises in this getting started series.

Note:

While we work through the sample exercises using VS 2013, the same BSP, 3™ party components
and sample codes work in the VS 2012 development environment.

Here is the recommended installation sequence:

1.
2.

Visual Studio 2013.
Application Builder for Windows Embedded Compact 2013.

There are two different version of Application Builder, one for VS 2013 and the other
for VS 2012. Be sure to install the correct version.

Windows Embedded Compact 2013 Platform Builder.


http://www.visualstudio.com/en-us/news/vs2013-community-vs.aspx
http://www.microsoft.com/en-us/download/details.aspx?id=38819
http://www.microsoft.com/windowsembedded/en-us/downloads.aspx
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In the event you have the Windows Embedded Compact 2013 installation software
or DISC from the initial release (mid 2013), it was created to support VS 2012 and
may have problem to install on a VS 2013 development machine.

If you have MSDN subscription, use “Windows Embedded Compact 2013 Update 5”,
this update package is released as a full product installation that includes all of the
QFEs up until Update 5.

If you are getting the installation package from the Windows Embedded product
trial website, it’s an updated installation package that support VS 2013.

During the Compact 2013 Platform Builder installation process, you can chose to
skip update. Otherwise, it will take a lot more time to check and download
additional updates, as shown in the following installation screen (you can perform
the update at a later time):

) Windows® Embedded Compact 2013 Update 5 Installation - 8.0.6092.0 > (=i n
Windows Embedded
Update Windows® Embedded Compact 2013 Update 5 Installer Compact 2013
My e .
£7 Windows Embedded
Developer Update

There is an update available for October 2014.

Be sure to register for Windows ® Embedded Developer Update at the end of installation if you wish to
receive updates for Windows ® Embedded Compact 2013 Update 5.

Update

Fig-1.1: Compact 2013 installation

The “Full install” will occupy around 25 GB of storage. You can select the “Custom
install” option and select the components needed to support the target device you
plan to use, to minimize the required disk storage.
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5 Windows® Embedded Compact 2013 Update 5 Installation - 8.0.6092.0 - o

=l Windows Embedded
Installation Options Wl Compact 2013

O Full install (installs all available options).

(® Custom install (select options to install). |

The following directory will be used as the installation directory for the operating systems.

CAWINCES00 Change...

Back H Next H Cancel |

Fig-1.2: Compact 2013 installation

Since we are using an x86 device for the exercise in this series, we excluded ARM
CPU support from the installation, as show in the following screen:

S Windows® Embedded Compact 2013 Update 5 Installation - 80.6092.0 - o
ml Windows Embedded
Customize Installation Wl Compact 2013

1
Summary

~ ) Initial Options
Platform Builder for Visual Studio® 2013 | INitial Release

Co H— Contains content that is available with the initial release of
mPRckIsN Windows® Embedded Compact 2013 Update 5.
Wim:h)ws® Embedded XAML Tools

Blend for Visual Studio® 2013 Templates
[T I Westtek Jetcet

Shared Source

D ARMVT7 Architecture

x86 Architecture

Back H Next H Cancel

Fig-1.3: Compact 2013 installation

When the “offline layout” option is selected, a copy of the installation files are saved
on the development machine’s local hard drive, which can be helpful later.
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) Windows® Embedded Compact 2013 Update 5 Installation - 8.0.6092.0 = = “

=l Windows Embedded
Install Offline Layout WM Compact 2013

Offline layout allows the product installation content to be copied to a local or network location. This removes the
need for repeatedly downloading installation content. After the creation of an offline layout has completed, the
product can be installed without the use of Internet connectivity or disk media. By default, when offline layout is
enabled, the application will also be installed locally.

(O No, do not create an offline layout.
(® Yes, create an offline layout.

Location of offline layout:

C:\Users\Sam\AppData\Local\Temp\Layout\Windows Embedded Compact 2013\

Yes, install the product on this machine.

Back Next Cancel

Fig-1.4: Compact 2013 installation

4. Next, install 3" party BSP, device drivers and SDK needed to support the target
device.

Third party BSPs are installed to the following directory, assuming you install
Compact 2013 to the default directory:

C:\WINCE8@0@\Platform

Third party components are installed to the following directory:

C:\WINCE800\3rdParty

Development Environment

In addition to properly install all of the required software, a proper development
environment is another important aspect you need to be aware of.

Depending on the target device you are using, the setup may be different.

For the exercises in this getting started series, we are using an x86 target device. Both the
development workstation and the target device are attached to the same Local Area
Network (LAN) with DHCP service to provide IP address dynamically. In addition, a null RS-
232 serial cable is used to connect a serial port on the target device to the development
workstation, to capture serial debug messages.
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Local Area Metwork
with DHCP service to

'{3];5';5 provide IP address
] dynamically
e
Ethemet
Null R5-232 =zerial cable
Target Device
Development EduCake

Workstation

Fig-1.5: Development environment

The following figure shows the development flow for Windows Embedded Compact 2013:

Application deve lopment workstation
{Application Builder)

0S design development workstation
(Platform Builder)

Target Device
86Duino EduCake

Fig-1.6: Development environment

In the above figure, workstation #1 is used to develop an OS design project, to generate and
OS runtime image (NK.bin) for the target device. SDK is generated from the OS design
project in workstation #1, which is needed by workstation #2 to develop application for the
target device.

Note:

The same development workstation can be used to develop both the OS runtime image and
application for a Compact 2013 device. In real life situation, it’'s common to separate and assign
0S image development and application development to different developers.
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Target Device

The exercise in this series is based on a target device with board support package (BSP) and
bootloader available, 86Duino EduCake.

The 86Duino EduCake (EduCake) is designed with a 300 MHz Vortex86EX System-on-Chip
(SoC), originally designed to emulate the Arduino platform. The I/O interfaces accessible on
the EduCake’s solderless breadboard is electronically compatible to the Arduino Leonardo
and Arduino Uno, which is also referred to as Arduino 1.0 pinout, as shown in the following
figure.

Fig-1.7: Target device - 86Duino EduCake

The EduCake, packaged in a metallic enclosure with an integrated solderless breadboard, is
designed to provide an easy to use platform for academic and hobbyist developers to work
with different experimental circuit, to explore and learn.

While it was originally designed to target the Arduino user community, the EduCake is
capable to boot to DOS, Linux, Windows CE, Windows Embedded Compact, Windows XP,
Windows XP Embedded, Windows Embedded Standard 2009 and other RTOS that support
the typical PC built on 32-bit x86 processor.

For the exercise in this series, we will use the BSP, SDK and other resources from the
86Duino project on Codeplex, which is available via the following URL:

http://86duino.codeplex.com

For more information about the EduCake, refer to the following URL:

http://www.86duino.com/index.php?p=95



http://86duino.codeplex.com/
http://www.86duino.com/index.php?p=95
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Compact 2013 Terminology

It's common practice for many industry to have its own set of common terminology.
Knowing the terminology and what it represent is helpful, especially when you are new to
the environment trying to learn the new environment. The following table is a list of some
of the common terminology in the Compact 2013 environment.

Terminology Description

Board support package is a set of software components
BSP that include device drivers and OEM adaptation layer
codes for the supported target device.

Catalog contains components for Compact 2013 OS such
Catalog as OS features, modules, device drivers, BSP and
application components.

OEM Adaptation Layer is a low-level code acting as the

OAL interface between the OS and the hardware.
A Visual Studio project to develop and generate a
OS design custom Compact 2013 OS runtime image for a target

device.

The binary image file generated from an OS design

OS runtime image .
project.

The hardware platform used to develop Compact 2013

Target device OS or application.

Kernel Independent Transport Layer is a communication
KITL protocol used for debugging in the Compact 2013
development environment.

Short for Core connectivity, used to establish
CoreCon connectivity between the development station and
target device.

Refers to the directory where the OS design project
Release directory output files and software components during the build
and compilation process.

Build release directory same as Release directory
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Part-2: OS Design Development

In part-2 of this Compact 2013 getting started series, we will work through the steps to
develop an OS design, generate an OS runtime image, download and launch the image onto
a target device (86Duino EduCake) for testing and debugging.

For information about the development environment, please refer to part-1 of this series
(development environment and tools), via the following URL:

http://www.embedded101.com/Blogs/SamuelPhung/entryid/577/compact-2013-development-environment-

tools

The board support package (BSP) for the 86Duino EduCake (86Duino_80B), used to create
the OS design, is available on Codeplex:

http://86duino.codeplex.com/

New OS Design Project

Let’s work through the following steps to create a new OS design project:

VS IDE resolution: 1000 x 720

5.

From Visual Studio 2013 (VS2013) IDE, select File=>New=>Project to bring up the
New Project wizard.

From the left pane, select Platform Builder. Click to hightligh OS Design on the
center pane and enter project name, MyOSDesign, as shown in Fig-2.1.
New Project ?

b Recent MNET Framework35 - Sort by: Default oo Search Installed Templates (Ctrl-E p-

4 Installed
a) 05 Design Platform Builder

4 Templates

b Visual C++
HDinsight

© Other Languages

b Other Project Types
Platform Builder
Modeling Projects

Samples

b Online

Click here to go online and find templates

Name: [MyOSDesign| ]

Location: CAWINCEBD0\OSDesigns -

Solution name: MyOSDesign Create directory for solution
[[] Create new Git repository

Fig-2.1: New OS Design project.
Click OK to launch OS Design Wizard.

Click Next to continue and launch the Board Support Packages selection screen.
Select 86Duino_80B, as shown in Fig-2.2.


http://www.embedded101.com/Blogs/SamuelPhung/entryid/577/compact-2013-development-environment-tools
http://www.embedded101.com/Blogs/SamuelPhung/entryid/577/compact-2013-development-environment-tools
http://86duino.codeplex.com/
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@ Board Support Packages

Select one or more BSPs:

860uino_80B: X86

[[] EBOX3300DA_80A: XB6
[] EBOX3300MX_80B: X236
[] EBOX3350MX_80A: X86
[[] Generic CEPC : x86

[[] Vortex36DX_80A: X236
[[] Vortex86EX_80A: X86
[7] Vortex86MX_804: X386

Create an OS Design

EBOX-3300MX BSP for Windows Embedded Compact

2013

Note: Only B5Ps supported by installed CPUs are
displayed in the list.

< Previous Mext » Finis Cancel

|

Fig-2.2: BSP selection

9. Click Next to continue and bring up the Design Templates selection screen. Select
Headless Device, as shown in Fig-2.3.

@ Design Templates

Available design templates:

Create an OS Design

&1 Custom Device

CQuick Start

Win32 and WinForms Ul Device
] XAML Ul Device

items.

< Previous Mext > Finish Cancel

3 - |

A design template is a set of predefined Catalog

Choose the design template that is most closely
aligned with the purpose of your target device,

Provides a starting peint for device that lacks a
graphical Ul. For example, this device could be
an embedded device that does not include a
display. Note: A headless device running the
.MET Compact Framework does not include any
.dlls that support forms, contrels, er drawing.

Fig-2.3: Design Templates selection

10. Click Next to continue and bring up the Headless Device OS components selection

screen, as shown in Fig-2.4.
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Create an OS Design ?

‘) Headless Device

~[w] .NET Compact Framework
-.[¥] Component Services (COM and DCOM)
-[w] Headless Cabinet (*.cab) File Installer/Uninstaller
--[¥] Remote Tools Support
-[w] Application Debugging Support
=[] Metworking
-[] Networking
-[_] Networking Security Protocols
[T Wireless LAM (802.11) 5TA - Automatic Confi
-] MNetwork Utilities (IpCenfig, Ping, Route)
4-[] Servers and Services

Fig-2.4: OS Components selection

Provides command-line tools that support
troubleshoeting network connections,
including IpConfig, Ping, and Route.

Mext = Finish Cancel

11. Select components as shown in Fig-04 and click Finish to complete the OS Design

wizard step.

At this point, VS2013 created the initial workspace for the new OS design project based on
the BSP, design template and components selected. The following directories are created
for the project:

C:\WINCE800\0SDesigns\MyOSDesign

This is the folder for the MyOSDesign solution. VS2013 supports different project
types. A solution provides a centralized workspace to keep different project types
supporting the same solution in one location.

For example, the MyOSDesign solution may include the MyOSDesign OS design
project, Visual C# managed code application project and “Visual C++ native code
application project, all within the same V52013 solution workspace.

The VS2013 IDE should look similar to the screen as shown in Fig-2.5.



14 | Part-2: OS Design Development

D‘ MyOSDesign - Microsoft Visual Studio 63 | Quick Launch (Ctri+Q) P
FILE EDIT VIEW PROJECT BUILD DEBUG TEAM TARGET TOOLS TEST ARCHITECTURE ANALYZE
R Device: (auto) Ether ~ 5o B &

- 0

@3 x

WINDOW  HELP Sign in
- -de-o(E-aad|D- -l
Catalog ltems View AR Bl Visual Studio | MSDN + X -

L3 Filter - [ <Search> ~ P URL hitps://msdn.microsoft.com/en-us/vstudio//
Y 00 :
-l BSP

Fv_ﬂ Core OS

= Windows Embedded Compact
-l Applications and Services De|
- Communication Services anC/
7 Core OS Services 1
(- Device Drivers i - ‘ | AEAE

Properties v ix

>g Visual Studio ~

oS
components

1210]dx3 ARG

LANGUAGES EXTENSIONS DOCUMENTATION 1

@

(-l Device Management 4e from the check-in.
(-l File Systems and Data Store

-l Fonts \

Show output from: Platform Builder Log b = | ra

(-l Graphics and Multimedia Teq \
- International Amazing apps | 3}
- Security
-l Shell and User Interface sta rt With
O ThedParty
o i ool Studio
4] 86Duino_80B: X86 components
G-l Ethernet
-l Input Device ‘/ < >
-l Serial Port Output
- Storage
- Utilities
[ EBOX3300A_80A: X836
(] EBOX3300MX_80B: X86
-] EBOX3350MX_80A: X86
[ Vortex86DX_80A: X86
[] Vortex86EX_80A: X86

M1 \roso.nchav ona. voe
4 »
Catalog Items View | Solution Explorer

Fig-2.5: VS2013 IDE with MyOSDesign project active

Customize OSDesign: BSP Components

Next, to customize the OSDesign, we will work through the steps to select and add BSP
components to MyOSDesign from the Catalog Items View window, as shown in Fig-2.5.

e Expand component folders and select components from the 86Duino_80B BSP, as
shown in Fig-2.6.

Catalog Items View + X Bl ShilI0 ~

L} Filter - [#]  <Searchs - P
- Third Party -
- BSP
=-[¥] 86Duino_80B: X86
5] B Ethemnet

! G1-[7] RE040 Ethernet driver
£l Input Device

E| B Serial Port
i =[] 1st Serial Port

5. Storage

: ATAPI PCI/IDE Sterage Block Driver
Hive-based registry support
Aggressive flushing

- i[¥] USB Mass Storage Class driver
- Utilities

: Autolaunch

CoreCon

IP Address Broadcast

-[[] EBOX33004_30A: X836

-[] EBOX3300MX_80B: %36 v

Fig-2.6: BSP components
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e Select and include the following BSP components to the OS design:

o R6040 Ethernet driver
1st Serial Port
o ATAPI PCI/IDE Storage Block Driver

(@]

Driver to support IDE, SATA, Compact Flash, SD and Micro-SD storage.
o Hive-based registry support

The Hive-based registry component needed to save registry settings to non-
volatile storage between power reset (cold boot).

o Aggressive flushing
Enable a background thread to actively flush and save changes to the registry.
o USB Mass Storage Class driver

This component set the SYSGEN_USB_STORAGE environment variable to include
the USB storage class driver to support external USB storage devices, including
USB flash and portable USB hard drive.

o Autolaunch
Helper utility configurable to launch one or more application during startup.
o CoreCon

When this component is selected, CoreCon files and registry settings are added
to the OS design, to support connectivity between VS2013 IDE and the target
device to deploy VS2013 application to the device for testing and debugging.

o |P Address Broadcast

Since a headless device does not have any user interface to interrogate the
device’s IP address, needed by the VS2013 IDE to connect to the device, this
component is configured to run during startup to broadcast the device’s IP
address, via UDP.

Note:

The IPAddressDiscovery.exe, a Windows application to detect UDP broadcast messages from “IP
Address Broadcast” and display the target device’s IP address, is provided as part of the BSP, in
the BSP’s \Misc. directory. Launch this utility from the development machine before and have this
application waiting for broadcast message before launching the OS design on the target device.
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In addition to the BSP components needed to support the target device’s hardware,
additional OS components are needed to support the device’s application and function, as
shown in Fig-2.7.

Catalog ltems View -+ X BN s8101Ey

L} Filter ~

# <Search> - P

Eﬁ Core 0%
-l Windows Embedded Compact
= Applications and Services Development

- .NET Compact Framework
(¥ NET Compact Framework

O NET Compact Framework - Windows Forms Sug
- String Resources

w1 Active Temnplate Library (ATL)

..[m] C Runtime Library

-l Component Services (COM and DCOM)

-l Diagnostics and Debugging Tools

-l Installer

il Cabinet (*.cab) File Installer/Uninstaller

- Internet Client Services

L[] HTML Help Viewer

L Jscript 5.8

D Microseft HTML/DHTML AP
@ Microsoft XML Core Services
i VBScript 5.8

- Lightweight Directory Access Protocol (LDAP) Client
[+ Location

@[] Message Queuing (MSMQ)

m-[] Microseft Foundation Class (MFC) Library

- Object Exchange Protocol (OBEX)

-l SOAP Toolkit

-[m] Standard C++ Library

- XML

Fig-2.7: OS components

OS components are under the \Core OS\Windows Embedded Compact folder in the
Catalog Items View window. During the steps to create the initial OS design workspace, the
OS design wizard included a number of OS components, based on the selected design
template, to the OS design.

Select and add the following OS components to the OS design:

Display Driver Stub

Compact 2013 OS, similar to the Windows OS for the desktop, is design to support
rich user interface environment and is heavily dependent on GWES (Graphics,
Windowing and Events Subsystem), even for headless configuration. The Display

Driver Stub component is null display driver.
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Build, Compile and Generate OS runtime image

With the required BSP and OS components added to the OS design project, it’s time to build
and generate the OS runtime image. From the V52013 IDE, select Build->Build Solution to
build the project.

Depending on the PC’s performance, it may take anywhere from 10 to 20+ minutes to
complete the build process. When the build process is completed, the VS2013 IDE’s Output
tab display the build result, as shown in Fig-2.8.

Show output from:  Build - € L | = |
BLDDEMO: BUTLDMSG: Directory of C:\WINCE888\05Designs\MyOSDesign\My0SDesigniRelDir\86Duinc_88E_x86_Release .
BLDDEMO: BUILDMSG: @3/38/2015 @9:52 PM 21,249,983 NK.bin

BLDDEMO: BUTLDMSG: 1 File(s) 21,249,983 bytes

BLDDEMO: BUILDMSG: @ Dir(s) 256,867,733,504 bytes free

BLDDEMO: BUILDMSG: CEBASE build complete.

BLDDEMO: BUILDMSG: BldDemo ended at 21:52:85.78 on Mon @3/3@/2015 (exit code 8)

BLDLOGS: BUILDMSG: Exiting: BldDemol.bat -g (result code 8).

BLDLOGS: BUILDMSG: C:\WINCEBBB\build.lod

BLDLOGS: BUILDMSG: C:\WINCE888\build.out

BLDLOGS: BUILDMSG: C:\WINCE88@\build.wrn

MyOSDesign - @ error(s), 1 warning(s)

========== Build: 1 succeeded or up-to-date, @ failed, @ skipped ==========

q 4

Fig-2.8: Build completed

When the build is successful, the build ends with zero error and generate an OS runtime
image file, NK.bin, in the following build release directory:

C:\WINCE800\0SDesign\MyOSDesign\MyOSDesign\RelDir\86Duino_80B_x86_Release

When the build ends with 1 or more error, it does not generate an OS runtime image.
Review the build.log and build.err files in the C:\WINCE800\ folder to analyze problem.

Summary

In part-2 of this series, we talk about developing an OS design, build, compile and generate
an OS runtime image. In part-3, we will talk about establish connectivity and download OS
runtime image to the target device.
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Part-3: Download and Debug OS Runtime Image

In part-3 of this Compact 2013 getting started series, we will work through the steps to
establish connectivity and download OS runtime image to the target device, an 86Duino
EduCake (EduCake).

Target Device (EduCake) Preparation using DiskPrep

To establish connectivity between VS2013 IDE and EduCake and download OS runtime
image, the EduCake needs to be configured with BIOSLoader to launch Eboot.bin (an
Ethernet bootloader).

The EduCake can be configured to boot from USB and SD flash storage. Both USB and SD
flash storage can be format and configured with BIOSLoader and Eboot.bin, using Diskprep.

Here are the steps to format and configure an SD flash storage (These same steps apply to
USB flash storage):

e Insert the SD flash storage to the SD slot on the PC or use an SD-to-USB adapter.
o After the PC detected the SD flash storage, launch DiskPrep with elevated privilege.
e From DiskPrep program screen, select SD flash from Disk Selection, as shown in Fig-

B DiskPrep
Disk Selection
7.600GE - Removable SDHC Card W
| |
Use File System Format: | exFAT [¥]

FAT
FAT32

lach pereen

(®) Usel Alindm

(O Use Custom ~ Browse

BOOT.INI

(_) Do not put a BOOT.INI on the disk
(®) Place @ BOOT.INI file on the disk:

Physical Video Mode: | <Video is Off> v
Display Size: <5ame>
BitDepth: 16 bpp

(®) Use "CEPC" as device name prefix

() Use custom device name prefi: | VPC

() Set to load file named:  sboot.bix

(®) Load spedific image file copied from: | Browse. ..

C:\Eboot\EBOOT BIN

Fig-3.1: Diskprep

e Select file system.

e Click on Browse, next to the “Load specific image file copied from” option, and
navigate to locate and select Eboot.bin.


http://1drv.ms/1yXZ3c0
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(Eboot.bin is included in the 86Duino_80B BSP, in the \Misc folder)

e Click on OK to format and configure the SD flash storage.

Target Device for Compact 2013

To establish connectivity and download OS runtime image from VS2013 IDE to the target
device, both the development PC and target device must be attached to the same Local
Area Network, with IP addresses on the same subnet.

For the example here, the EduCake and development PC are both attached to the same
Local Area Network with DHCP service to provide IP address dynamically, as shown in Fig-
3.2.

Local Area Network
with DHCP service to
provide IP address
dynamically

= -
Q Null RS-232 serial cable =X 5P
S

_ ] Target Device
Visual Studio 2013 EduCake

Development
Workstation

Fig-3.2: Development PC and EduCake attached to the same LAN

As part of the development process, we need to establish connectivity and download OS
runtime image to the target device repeatedly for debugging and testing.

While we can select TARGET | Attach Device option from the V52013 IDE to download OS

image to the target device, without preconfigured device profile, this process goes through
the steps to detect, identify and associate the device with the project for every download.

By creating a target device profile, we can avoid the steps to detect and identify the device
when downloading OS runtime image to the device.

Let’s go through the following steps, using MyOSDesign project from part-2 of this series, to
create a target device profile for the EduCake:

e With MyOSDesign project open, from the VS2013 IDE, select TARGET | Connectivity
Options to bring up the Target Device Connectivity Options screen, as shown in Fig-
3.3.
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Target Device Connectivity Options S

Target Device:
| v
Kemel Download:

None Settings

)

Kemel Transport:

None Settings

(9]

Kemel Debugger:

None Settings

()

fody [ Cose [ Hep |

Fig-3.3: Target Device Connectivity

e Click on Add Device

e Enter EduCake as the name for the device and click Add.

e On the Target Device Connectivity Options screen, click on the top most Settings
button, for Kernel Download, to bring up the Ethernet Download Settings screen, as
shown in Fig-3.4.

Ethernet Download Settings B

Target device boot name:
I

Active target devices:

[ Apply |[ Cancel

Fig-3.4: Ethernet Download Settings

e With the Ethernet Download Settings screen waiting for BOOTME messages from
the target device, power on the EduCake.

e As BlOSLoader launches Eboot.bin on EduCake, it broadcasts a series of BOOTME
messages, via UDP over the attached LAN.

e Asthe Ethernet Download Settings screen deteced the BOOTME message from
EduCake, it display device ID from the EduCake, as shown in Fig-3.5.
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Ethernet Download Settings ﬂ

Target device boot name:

Active target devices:

VDXRD44628

App Cancel

Fig-3.5: Target device detected

e From the Ethernet Download Settings screen, click on the device ID in the Active
target device window to select the device and click Apply.

e From the Target Device Connectivity Options screen, click Close.

e From the VS2013 IDE, click on Device selection list box and select EduCake as the
target device, as shown in Fig-3.6.

Dd MyOSDesign - Microsoft Visual Studio
FILE EDIT VIEEW PROJECT BUILD DEBUG TEAM TARGET TOOLS

fa] Device: |(aut0] Ether H T B &
(auto) Dump
faialinllie (auto) UsbSer m
'E} Filter ~ (auto) Ether - P
EE) M)‘OSEI EduCake '| "
+-fl BSP
+ﬂ Core 05
-l Third Party
-l BSP
. &[] 26Duino_80B: Xa5

o Ethernet
-l Input Device

Fig-3.6: Select EduCake as target device.

Download OS Runtime Image to EduCake

With the EduCake and development machine both attached to the same LAN with DHCP
service to provide IP address dynamically, insert the SD flash storage configured with
BlOSLoader and Eboot.bin into EduCake, and go through the following steps to download
OS runtime image generated from MyOSDesign project to EduCake:

e From VS2013 IDE, select TARGET | Attach Device to start the download process and
bring up the Device Status screen, as shown in Fig-3.7.
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Device Status *OXx
EduCake
Image: G \MyOSDesignRelDirt&60uing 808 x86 Releaselnk.bin -

Download:  Waiting for download request from device..  Ethemet 80 @ [=

‘ Transport: Ethernet 8.0 @ [+

Debuggen Kdstub 80 @ [+
Target Control: PPSH 80 @ [+

Fig-3.7: Target device status

e Power on the EduCake.

e As Eboot.bin is launched by BIOSLoader on the EduCake, it broadcasts a series of
BOOTME messages.

e As BOOTME message is detected the download process starts and download activity
is shown on the Device Status screen, as shown in Fig-3.8.

Device Status *AX
EduCake

| Image: G\ AWyOSDesign'\RelDirtB6Duing 808 «86 Release\nk.bin -

| Download: Downleading... (00:00:07 remaining) Et.. @ |~

| Transport: Ethermet 80 @ [+

| Debugger: KdStub 80 @ [=
|TargetC0ntr0I PPSH 80 @ [=

Fig-3.8: Target device status — Downloading OS runtime image

Kernel Independent Transport Layer (KITL)

The OS runtime image from MyOSDesign project is generated with KITL enabled. KITL is
needed to establish connectivity and remotely debug the OS image running on the target
device. Remote tools provided as part of the Compact 2013 Platform Builder also require
KITL to function. With KITL enabled, as the OS runtime image launches on the EduCake, the
Output window on the VS2013 IDE display activities from EduCake, as shown in Fig-3.9.

Output - QX

Show output from:  Platform Builder Debug - =

@ PID:8 TID:2 RAM reported to kernel 128MB -
83 PID:400002 TID:619002 WARNING: COM1: has been reserved exclusively for Debug Messages.
8878 PID:400002 TID:610002 SoftRTC disabled

Fig-3.9: Target device startup activities.



Part-3: Download and Debug OS Runtime Image | 23

Debug with Target Control

For headless device, without display or user interface, Compact 2013 provides the following
useful debugging tools to simplify the tasks needed to debug OS runtime image on the
target device remotely:

e Target Control
e Remote Tools

In this section, let’s use Target Control to debug OS image on the EduCake. With
MyOSDesign project open and OS runtime image downloaded to EduCake, go through the
following steps to launch Target Control and debug OS image running on EduCake:

e From VS2013 IDE, select TARGET | Target Control to launch the Windows CE
Command Prompt, as shown in Fig-3.10.

Windows CE Command Prompt (Alt-1)

Windows CE Command Prompt
<command>: Shell commands {'?" for shell help)
'.<command>': Debugger commands ('.%?' for help})
*t{command>' : Debugger extension commands
Ctrl-T: Terminate pending command
Ctrl-L: Clear all
Ctrl-A: Select all
Ctrl-F: Find (F4: Search forward, Shift-F4: Search bac

Windows CEX>

] 3
Fig-3.10: Windows CE Command Prompt

Think of the Windows CE Command Prompt (Target Control) window as the remote
command prompt for the connected target device, where you can launch command to
interrogate the device and application included as part of the OS runtime image.

Let’s go through the following steps to run different Target Control command:

e From the Windows CE Command Prompt window, enter the following command to
retrieve the target device’s IP address:

s ipconfig /d

In the above command, the “/d” parameter redirect the output to the V52013 IDE’s
Output tab, as shown in Fig-3.11:
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b MyOSDesign (Running) - Microsoft Visual Studie C3 Quick Launch (Cerl+Q) P - B x
FLE EDIT VIEW PROJECT BULD DEBUG TEAM TARGET TOOLS TEST ARCHITECTURE ANALYZE WINDOW  HELP Sign in
Device:  (auto) Ether S @D s _ " . .
Windows CE Command Prompt (Alt-1) AR Rl Class View Properties Visual Studio [ MSDN & X =
URL:  https://msdn.microsoft.c 2 7 .

Windows CE Command Prompt
<command>: Shell commands (*?' for shell help
*.<conmand>*: Debugger commands ('.?' for he
*t<connand>* : Debugger extension commands
Corl Tl fevminate pending connand PLES  LANGUAGES ~ EXTENSIONS  DOCUMENTATION  CONP
Ctrl-A: Select all sual studio team foundation s
Ctrl-F: Find (F4: Search foruard, Shift=2%7

send ipconfig
command fo target
device

Juindous cE>s ipconfig sd

Windows CE {
thi
th
re
IP address from Y
target device v
< » < >
Qutput > X
Show output from:  Platform Builder Debug - =
1148895 PID:354800a TID:356888a |Ethernet adapter [VMINI1]: 7 -
1148896 PID:354808a TID:356880a Link-local IPv6 Address . . FeB88::6480:7283:bce@:74F8%2 (Preferred)
1148896 PID:354808a TID:356880a IPv4 Address [DHCP] .- 192.168.108.115 (Preferred)
1148897 PID:354808a TID:356888a Subnet Mask - .- 255.255.255.8
1148897 PID:354808a TID:356880a Default Gateway .- 192.168.10.1
1146897 PID:354000a TID:356000a
1140807 PID:354000a TID:356000a Loopback Adapter [Loopback Pseudo-Interface 1]:
1148897 PID:354000a TID:356000a IPVE AdOress. « .« o« « « o a0« o . @zl
1148897 PID:354@@8a TID:356800a IPV4 Address. . . . . . . . . . . i 127.8.8.1 (Preferred)
114@897 PID:354008a TID:356000a Subnet Mask . . . . . . . . . . . 1 255.8.0.0
114@897 PID:354008a TID:356000a Default Gateway . . . . . . . . . ! 8.0.8.8
-
4 »

Fig-3.11: Target control — Retrieve IP address from target device

e Next, enter the following command to display active processes on the target device:
gi proc

As the above command execute, it lists the processes that are running on the target
device, as shown in Fig-3.12.

<command>: Shell commands {'?' for shell help)
' .{command>": Debugger commands ('.?' for help)
'*<command>": Debugger extension commands

Ctrl-T: Terminate pending command

Ctrl-L: Clear all

Ctrl-A: Select all

Ctrl-F: Find {F4: Search foruward, Shift-F4: Search backwards

rs

Windows CE>gi proc

PROC: Hame PID AcctlId UMBase CurZone
PAB: HK.EXE f0400082 POOONONO 80220000 BOAOOONO
PB1: shell.exe @8baBBBa POOOOOAE OORO100600 BOMOOORO
PB2: udevice.exe 8199008a POO00OAE OORO100600 BOMOOABO
PB3: Guwelser.exe 835bB0B2 DOOODOAD OOO10000 BODODADO

PA4: servicesd.exe 83630082 A0DNOAOOL AOA100GA DOOAOOGO
Windows CE>_

] 3
Fig-3.12: Target Control — List of running processes from target device

For more information about target control, visit the following URL:

https://msdn.microsoft.com/en-us/library/ee479807.aspx

Summary

In part-3 of this series, we talked about OS runtime image download to the target device
and Target Control for debugging. In part-4, we will talk about debugging with remote
tools.


https://msdn.microsoft.com/en-us/library/ee479807.aspx
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Part-4: Application Development with VS2013 and C#

In part-4 of this getting started series, we will talk about the application development
environment for Compact 2013 and work through the steps to develop a console C#
application from Visual Studio 2013 IDE and deploy the application to the target device,
EduCake, for testing and debug.

Compact 2013 Application Development

There are multiple options to develop Compact 2013 application. From the VS2013 IDE, you
can develop application for Compact 2013 device using C, C++, C# or Visual Basic.

To develop application for a Compact 2013 device, you need the following:

® Visual Studio 2013
® Application Builder for Windows Embedded Compact 2013
e SDK for the Compact 2013 device

To test and debug the application, you need the following:

e A Compact 2013 target device preloaded with OS runtime image configure to
support application deployment from Visual Studio 2013.

Compact 2013 OS Image for Application Development

Continue with the MyOSDesign project created in part-2 of this series, let’s work through
the steps to include additional components to the project, needed to support application
development:

e Launch MyQOSDesign project.
e From the Catalog Items View window, add additional components to the OS design
project, as shown in Fig-4.1.

Catalog ltems View

£} Filter ~ [3]  «<Search> - P

o8 MyOSDesign -
- BSP
-l Core 05
=l Third Party
S BsP
&.[¥] 86Duino_80B: X86
+ﬁ Ethernet
+ﬁ Input Device
+ﬁ Serial Port
e Storage
—ﬁ Utilities
--[¥] Autolaunch
CorelCon
-] EBOX3300A_804: X86
[ EBOX3300M:_80B: X36
-] EBOX3350MX_B0A: X86
[ VortexB86DX_80A: X396
-] VortexB6EX_B0A: X86
[ Vortex86MxX_80A: X36 bt

Fig-4.1: Catalog Items View window


https://www.visualstudio.com/en-us/products/visual-studio-community-vs.aspx
http://www.microsoft.com/en-us/download/details.aspx?id=38819
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e Autolaunch

When included in an OS image, the AutoLaunch application is configurable to launch
one or more application during startup.

e CoreCon

When included in an OS design project, the CoreCon component add the necessary
files to establish CoreCon connectivity between VS2013 IDE and target device to
download application to the device for debugging and testing.

e |P Address Broadcast

As part of the application development process, to deploy application to the target
device, you need to know the device’s IP address. This component is designed to
help you acquire IP address from the target device.

When selected, this component add an application to the OS design, configured to
launch during startup to broadcast the device’s IP address via UDP.

A Windows desktop application, IPAddressDiscovery, to listen for the UDP broadcast
message from the target device is provided as part of the BSP, in the BSP’s \Misc
folder.

By default, OS design project is created with KITL enabled. KITL is known to cause
connectivity problem for application development. Work through the following steps to
disable KITL:

e From VS2013 IDE, select PROJECT | MyOSDesign Properties to bring up the
MyOSDesign Property Pages screen, as shown in Fig-4.2.

MyOSDesign Property Pages

Configuration: | Active{86Duino_B0B XB6 Release)  w  Platform: | N/A v Configuration Manager...
- Common Properties 4 Build Options
4 Configuration Properties Buffertracked everts in RAM No (IMGOSCAPTURE=)
General Disable kemel Symmetric Multi-Processor (SMP) sup No (IMGNOSMP=}
Locale Enable CE Log event tracking during boot {CELog « No (IMGCELOGENABLE= )
Build Options Enable eboct space in memony Y&c. (IMGEBOOT=1)
Ervironment Enable hardware-assisted debugging support No (IMGHDSTUB=)
i Enable kemel debuager No (IMGNODEBUGGER=1)
G e I e e TiN] No (IMGNOKITL=1) v

Subproject Image Settings Enable kemel profiling Yes (IMGNOKITL=
Enable ship build No (IMGNOKITL=1)
Flush tracked events to release directory -

Include CE Log perfformance testing (CEPerf.dl) Mo (IMGCEPERF=)
Cptimize runtime image size and speed Diefault
Write nuntime image to flash memory No (IMGFLASH=)

Enable Kemel Independent Transport Layer (KITL)
Select to enable KITL and to allow communication between the development workstation and the targst device. For
optimum perfermance and device security, do not enable KITL on a shipping device.

OK Cancel Apply
Fig-4.2: Disable KITL build option

e From MyOSDesign Property Pages screen, click on Build Options on the left pane.
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e On the right, change the Enable Kernel Independent Transport Layer (KITL) build
option to No.
e Click on Apply and then click on OK to close the screen.

Create an SDK from MyOSDesign

To support application development, we need to generate an SDK from the OS design
project. Go through the following steps to create an SDK from the project:

e From the Solution Explorer window on VS2013 IDE, right mouse click on the SDKs
folder and select Add New SDK, as shown in Fig-4.3.

Solution Explorer > @ x
@ o-- @i &=
Search Solution Explorer (Ctrl+;) P~

] Solution 'MyOSDesign' (1 project)
4 @) MyOSDesign
b @ C:/WINCEB0D
“ Favorites
SDKs
Subprojects Add New 5DK...
b @ Parameter File

Solution Explorer | Catalog ltems View

Fig-4.3: Add New SDK

e The SDK wizard brings up a screen to create the new SDK.
e Enter SDK name, product name, version info, company name and website, as shown

in Fig-4.4.
SDK1 Property Pages ?
General SDK Name:
Install Compact2013_SDK_86Duino_B0B
L T
icense Terms A —
Readme
CPU Families Compact 2013 SDK for 860uino
Additional Folders Pt
Major: |2 Minor: |0 Build: |0

Comparry Name:
Embedded101

Comparny Website:
http-//Embedded 101.com|

Fig-4.4: Create new SDK —SDK info
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e On the left pane, click on Install and enter file name for the SDK, as shown in Fig-4.5.

SDK1 Property Pages ?

General WS Folder Path
Instal CAWINCES00\0S Designs\MyOSDesign\MyOSDesign SDKs S DKT\MSI
s

weee Teme WS File Name:

Reatme C 2013_SDK_86Duin_B0B.msi|
CPU Families ompact2013_SDK_86Duino_808 msi |

Additional Folders

Cancel Apply

Fig-4.5: Create new SDK — SDK info

e Click Apply and then OK

Build and Generate OS Runtime Image
To build the OS design project, select BUILD | Build Solution from the VS2013 IDE.

If the build process ends with error, review the build.log and build.err files in the following
directory to identify the causes:

C:\WINCE800\

After the OS design build process is completed, an OS runtime image, NK.bin, is generated
in the following directory:

C:\WINCE800\0SDesigns\MyOSDesign\MyOSDesign\RelDir\86Duino_80B_Release

Build and Generate SDK

From the Solution Explorer window, right mouse click on Compact2013_SDK_86Duino_80B
and select Build to build the SDK, as shown in Fig-4.6.

Solution Explorer
@ o--a@ &=

Search Solution Explorer (Ctrl+;) o~

fa] Solution 'MyOSDesign' (1 project)
4 @) MyOSDesign
b @ C/WINCERDD
Y Favorites
4 SDKs
[B] Compact2013 SNK_8ANuino 8NR

Subprojects Build
b [ Parameter Fil A Epiore
X Remove Del
#  Properties

Solution Bxplorer | Catalog ltems View

Fig-4.6: Build the SDK
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After the build process is completed, the SDK file, Compact2013_SDK_86Duino_80B.msi, is
generated in the following directory:

C:\WINCE800\0SDesigns\MyOSDesign\MyOSDesign\SDKs\SDK1\MSI

Install the Compact2013_SDK_86Duino_80B.msi SDK to support application development
exercise in the next section.

Download OS Runtime Image to Target Device

Before getting into application development, we need to download OS runtime image to
the target device, needed to test and debug the application.

With the development PC and target device attached to the same LAN, go through the
following steps to download OS image to the target device:

e Launch the IPAddressDiscovery.exe application on the development PC, from the
following folder:

C:\WINCE80®\Platform\86Duino_80B\Misc

e With MyOSDesign project open, select TARGET | Attach Device from VS2013 IDE to
initiate the download process.

e Power on the EduCake.

e Asthe OS image launches and the IPBroadcastCompact2013.exe excutes on the
EduCake, the IPAddressDiscovery command prompt screen display IP address for the
target device, as shown in Fig-4.7.

CAWINCE80Mplatform\86Duino_80B\Misc\IPAddressDiscovery.exe ~ =

arget Device: B6Duino
IP Address: 192.168.1688.55

arget Device: 86Duino
92.168.1608.55

: 86Duino
92.168.10@8.55

: B6Duino
92.168.168@8.55

ce: 86Duino
192.168.1688.55

Fig-4.7: IPAddressDiscovery showing target device IP address

Note: The IPBroadcastCompact2013.exe application terminates itself after broadcasted 5
messages, with 2 second delay in between.
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Develop Compact 2013 Application in C#

In this section, we will go through the steps to develop the IPBroadcastCompact2013
application in C# and deploy the application to run on the target device for testing and
debugging.

Work through the following steps to create the application:

e Launch a new instance of VS2013 and click on New Project.
e From th left pane on the New Project screen, click on the following node:

\Other Languages\Visual C#\Windows Embedded Compact\Compact2013 SDK_86Duino_86B

e On the center pane, click to select Console Application and enter a name for the
application, IPAddressBroadcast, and as shown in Fig-4.8.

New Project ?
b Recent NET Framework 3.5 - Sort by: Default Bl Search Installed Templates (Ctrl+E) 0 +
4 Installed o )
E’Qi! Class Library Visual C# Type: Visual C=

Web . A project for creating 8 command-line

= :
Office/SharePoint ﬁ Console Application Visual C# application
Cloud

=
LightSwitch D] Empty Project Visual C#

Reporting

Silverlight

Test

WCF

Windows Embedded Compact
Compact2013_SDK_86Duino_30B
Compact2013_SDK_eBox3350MX_

Waorkflow

- Server

sal F2

sSeript

hen

b Online

Click here to go online and find templates.

MName: IPAddressBroadcast] ]
Location: CAHOL Compact2013, -
Solution name: IPAddressBroadcast Create directory for solution

[] Create new Git repository

Fig-4.8: New C# application project for Compact 2013

e Click on OK to continue.
e Replace the codes in the Program.cs file with the following:

using System;

using System.Collections.Generic;
using System.Ling;

using System.Text;

using System.Net;

using System.Threading;

namespace IPAddressBroadcast

{

class Program

{

static void Main(string[] args)

{
for (int 1 = @; i < 5; i++)

{
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System.Net.Sockets.UdpClient sock =
new System.Net.Sockets.UdpClient();

IPEndPoint iep =
new IPEndPoint(IPAddress.Parse("255.255.255.255"), 15000);

byte[] data = Encoding.ASCII.GetBytes("86Duino");
sock.Send(data, data.Length, iep);
sock.Close();

Thread.Sleep(2009);

e From VS2013 IDE, select BUILD | Build Solution to build the project.
e From the Solution Explorer window, right mouse click on the IPAddressBroadcast
project and select properties to bring up the property page, as shown in Fig-4.9.

L= e Program.cs -

Debug

Build
Build Events

Reference Paths P address R

Code Analysis 192.168.100.55

Command line arguments

RemotePath

“Temp\IPAddressBroadcast

Fig-4.9: Application project property page.

e Enter the target device’s IP address.

If the IPAddressDiscovery application is not running on the development machine,
launch it now before the next step.

e From VS2013 IDE, select DEBUG | Start Debugging to deploy the application to the
target device.

As the IPAddressBroadcast application is deployed and run on the target device, the
IPAddressDiscovery command prompt window detect and display IP address from
the target device.

As you can see from the codes above, the program loops 5 times to send UDP
broadcast message with 2 seconds delay in between, and terminate after the 5t
iteration.
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Application Debug
Continue from the previous step, let’s place a break point on the following line of code:
sock.Send(data, data.Length, iep);

Now, select DEBUG | Start Debugging from VS2013 IDE to deploy the application to the
target device.

As the application execute on the target device, it halt on the above line of code, as shown
in Fig-4.10.

IPAddressBroadcast Ploglam.cs 8 8 X -

[ IPAddressBroadcast ~ "%, IPAddressBroadcast.Program - cf-’aI\/'1air1(s!:rir1g[] args)

[

104= class Program
11 I

12= static veid Main(string[] args) I
13 I

14 for (int 1 =@; 1 < 5; i++)

¢

1 System.Net.Sockets.UdpClient sock = new System.Net.Sockets.Udp
1 IPEndPoint iep = new IPEndPeint(IPAddress.Parse("255.255.255.2
19 byte[] data = Encoding.ASCII.GetBytes("86Duina™);

4] 28 sock.5Send(data, data.Length, iep);‘

21 sock.Close();

23 Thread.5leep(2088);

W00% -~ 4 4

Fig-4.10: Application halt at breakpoint

At this point, you can press F11 to step through the code one line at a time and use
debugging tools from VS2013 to view program variable value and operating status.

Next, press F5 for the application to continue. As the application continue to execute, it
halt again after looping back to the same line of code, with the breakpoint.

Remove the breakpoint and press F5 again for the program to continue to run until
completion and terminate.
Summary

Compact 2013 provides an efficient development environment that enables you to develop
managed code application and the facility for you to remotely debug the application, from
Visual Studio IDE, as the codes execute on the target device.

If you have existing managed code application development skills, you can leverage the
existing skills you have to develop application for Compact 2013 devices.



